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Abstract. The paper presents an overview of research related to the problem of the data warehouse (DW) evolution. Related research can usually be grouped into three approaches - schema evolution, schema versioning and view maintenance. The main contributions of the paper are: a) DW evolution state of the art, and b) critical analysis of existing methods and approaches to the DW schema evolution. Also, general idea and direction for our future work is briefly described.
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1 Introduction

A data warehouse (DW) represents a database used for reporting and data analysis. It integrates current and historical data from a number of heterogeneous data sources, creates a well organized central repository of data and provides for a quick and efficient business analysis. Nowadays the DW is greatly affected by the changes that occur constantly in data sources (in their content and structure). The DW must always contain the latest information to be able to reflect the evolving state of the real world which makes it necessary to properly manage all types of changes and appropriately update the DW. This is the core of the DW evolution problem. However we observe the DW evolution problem separately from the database (DB) evolution problem. Compared to the DB requirements, the DW requirements are increased in respect to the scope and preservation of the history of changes. The problem being explored in the DW evolution is preserving the history of scope changes and data (and metadata) structure changes - in a longer time period. The DW scope today is ever-expanding, and includes multiple sources and multiple data types. Also, in order to provide adequate support to the decision-making processes, the DW must include historical data and trend projections, and not just the last updated state (as is the case with the DB). Because of accelerated business and technology changes, it becomes increasingly important to find an appropriate solution to this problem. With respect to the literature [1], the DW evolution can generally be traced through three approaches - schema evolution ([9]-[21]), schema versioning ([22]-[31]) and view maintenance ([32]-[44]), although some authors [2] propose another classification, based on two research topics – handling data/schema changes in the DW and handling data/schema changes in the data mart (DM). However, almost in every case these two categories can be placed in one of the three above mentioned approaches. We will use a three-approach classification because we believe it is more suitable for a general overview and because it focuses on different ways of dealing with schema changes (both in the DW and the DM) which is more relevant for our future work.

The aim of this paper is to present a state of the art related to the problem of the DW evolution.

The paper is organized as follows – in section II a state of the art is presented, in section III related research is analyzed, and section IV presents the conclusion and directions for our future work.

2 State of the Art

The schema evolution problem was first present in the DB research [3]. Some early research like [4], in which authors presented a version model for the DB schema evolution, or [5] in which authors define historical relational data model and the corresponding set of temporal operators for instant-based events and interval-based states, are interesting. However, the solution presented in [5] does not support full historicizing of the model, because only tuples (rather than individual attributes) are historicized. This causes the increase in the required memory space and reduces performance. In [6] the authors presented PRISM, a system that supports schema evolution for web information systems such as Wikipedia and public scientific databases. In such systems the frequency of schema changes is increased due to the large number of contributors and the tolerance for the system downtime is almost nonexistent. This is
similar to the DW and a large number of heterogeneous data sources. However, although the evolution process in this approach is fairly automated a number of necessary changes for the transformation from the old to the new version is still high. Maybe the biggest contributions of this approach are related to the automation of query rewriting and gathering metadata that describes the history of the schema evolution. In [7] and [8] the authors study the problem of temporal DB and the use of temporal data in relational DB, respectively.

As we already mentioned, the DW requirements are increased in respect to the scope and preservation of the history of changes, compared to the DB requirements. This means that the DW schema evolution research also has a broader scope. A state of the art of DW schema evolution research, grouped into three main approaches, is presented next.

2.1 Schema evolution

Schema evolution approach assumes that the schema can only have one version at a given time - the current version. Data is stored in the current version and all changes are made over the current version which is then transformed into a new version. In this approach the DW is defined as a multidimensional schema with the fact and dimension tables and data cubes. Schema evolution has several different levels of updates, like updating dimension, instance, level, fact, attribute, data cube, hierarchy, measure, constraint, quality or structure.

In [9] the authors study the schema changes in multidimensional DB, based solely on the dimension updates. The authors suggested five operators for updating the dimensions and two operators to update instances. In [10] the authors additionally propose 4 composite operators for instance changes.

In [11] the authors define a formal framework for describing the evolution of multidimensional schema. The framework contains a description of the schema and its instances. Having defined the model, the authors propose a set of formal operations for the DW evolution. However, the authors focused only on the DW schema changes that occur due to changes in business requirements.

In [12] the authors propose an extension of the work from [9] and [10] - they propose a visualization tool for dimensions and data cubes.

In [13] the authors define 6 operators for the schema evolution - add/delete/rename attribute and add/delete/rename table.

In [14] the authors explore the process of generating mappings between data sources and logical structure of the DW (i.e. dimensional model). The mechanism is proposed, for obtaining the DW logical schema through pre-defined transformations applied to the logical schema of the data sources. This allows for tracing and documenting the design and mappings between the DW and data sources logical structures.

The underlying model for the proposed transformations is the relational model, which can complicate the schema evolution process in terms of keeping and maintaining referential integrity.

In [15] the authors focus on the metadata, which is used for loading and incremental maintenance of the DW and for tracing the origin of the data contained in DW or data marts (DM). AutoMed is presented, a heterogeneous system for transformation and integration of data which has the ability to integrate data across multiple data models. However, the impact of existing and revised constraints on the schema evolution and system performance is not clearly defined.

In [16] the authors define WHES (Warehouse Evolution System) prototype that describes the DW evolution and updates the dimensions and data cubes. Also, authors expanded the MDL language (Multidimensional Data Definition Language).

In [17] the authors propose eight operators for schema evolution, which are mainly focused on updating the dimensions, levels, dimension attributes and measures.

In [18] the authors have proposed a formalism for representing the DW schema and determining the correctness of the evolution operators applied to the schema. Also, operators for the extended hierarchy updates have been proposed.

In [19] the authors presented an overview of current research of the DW schema evolution problem and proposed five operators to update the aggregate fact table.

In [20] the authors study the complex expanded hierarchies and suggest evolution operators and constraints for ensuring data integrity and schema validity.

In [21] the authors study the impact of the DW schema evolution to a set of its dependent data marts. The proposed architecture includes horizontal and vertical evolution. Vertical evolution, among other things, contains a Generic Propagation Model which describes how a change in the DW schema transforms into a change in the data mart.

A comparison of research related to schema evolution approach is presented in Table 1. We can see that authors focus on schema changes in the DM (mainly dimension, attribute and fact changes). It should be noted that none of these approaches did take into account the preservation of the history of changes in the schema or the data. The main problem of schema evolution approach is the loss of history - the previous versions are not preserved, and because of that the previously available structures and data can become unavailable in the new version (reconstruction of structures and data is not possible). For this reason, schema evolution approach can be viewed as weaker case of schema versioning approach.
2.2 Schema versioning

Schema versioning approach consists of transferring data from existing schema to the new schema. All changes are made to the new schema. All the old schema versions are kept through the use of time extension to the schema version or the physical storage of the version.

In [22] the authors propose a temporal multidimensional model, which allows the storage of temporal versions of dimensional data. The problem with this approach is that it does not support the storage of historical versions of the scheme, but only of the data.

In [23] the authors propose operators for dimension and instance update. For any change a new, time-limited version is defined. The proposed mechanism supports temporal versions of the data, but all versions of the data are stored in a single fact table. This means that only changes in the dimensions and their instances are supported.

In [24] the authors propose a 15 operators to modify the DW schema, which will be applied on the new DW schema version.

In [25] the authors have studied the evolution of the hierarchies within dimensions. Authors propose saving augmented schema with the new schema version. However, this approach supports only four basic operators for the schema modification (adding and deleting attributes, adding and deleting functional dependencies). In [29] the work from [25] is extended and X-Time, a research prototype for managing schema versioning in relational DW, is presented.

In [26] the authors present a prototype of a multi-version DW that supports changes in the schema structure and "what-if" analysis. Two types of versions are defined: the real version and the alternative version. However, alternative versions are associated with additional instances, which limits the flexibility and scope of the user's what-if analysis.

In [27] the authors have extended the work from [26] by proposing two groups of operators: operators for schema changes (fifteen operators, mainly focused on updating dimensions, instances, attributes, levels and facts) and operators for structural changes in the dimension instances (five operators, mainly focused on updating the instance levels).

In [28] the authors have studied the problem of performing "what-if" analysis for the changes that occur over the data source schema. A graph model which uniformly models relations, queries, views, ETL activities and their states, is presented. This graph model enables predicting the effect of changes to the overall system.

In [30] a framework for the DW evolution is presented. The proposed framework automates the DW schema evolution and creation of the new versions. Also, it allows adjustment of ETL processes and existing reports on the DW schema. The emphasis is on the metadata repository, which manages versions and supports schema changes. However, a metadata repository is not historicized and because of that it is not able to reflect the history of metadata changes.

In [31] the authors propose a MV-DW model for managing a multi-version DW. Model is based on the DW schema and instance versioning.

A comparison of research related to schema versioning approach is presented in Table 1. Here authors also focus on schema changes in the DM (mainly dimension, attribute and hierarchy changes), but all changes are implemented in a new schema version (history is preserved).
### 2.3 View maintenance

A data warehouse can be defined as a set of materialized views over data sources ([35], [39], [41]). The main problems studied here are how to effectively maintain views (how to adjust or synchronize the view after changes in the definition or scope of the view) [32], [41] and how to efficiently select views for greater effect (which aggregation on which level increases the performance with respect to storage constraints) [33]. View maintenance can be categorized into two approaches: view adaptation and view synchronization. In view adaptation approach in order to adapt to changes metadata that contains the latest structural information is added to materialized view. View synchronization consists of rewriting the view after the changes in data sources.

In [32] the authors describe materialized views, the types of application, problems and techniques for their maintenance. Also they describe several algorithms for incremental view maintenance.

In [34] the authors present a formal model for the DW schema evolution, which has only two operators - Add and Delete view. This approach (as well as other approaches that are based on the view synchronization) consumes a lot of resources and affects system performance because every time a change occurs the view has to be rewritten.

In [35] the author proposes a user-defined view versions, in order to simulate DW schema changes. This simplifies the process - a new view is created from the old view, and not from data sources. However, this approach does not support multidimensional schema evolution (facts and dimensions).

In [36] the authors define a C-SQL (Cooperative SQL), an extension of the SQL language for view writing.

In [37] the authors define the S-SQL (Schema SQL) for the integration of relational databases and metadata.

In [38] the authors have studied the problem of view lineage tracing. They formalized the problem and developed an algorithm for data lineage tracing for relational ASPJ (aggregate-select-project-join) views.

In [39] the authors present an EVE prototype, a system to automate the view definition rewriting.

In [40] the authors have presented a formal framework SDCC (Schema change and Data update Concurrency Control), as an approach to solving the problem of simultaneous schema and data update.

In [41] authors have studied how to avoid duplication of data during the process of refreshing the DW after the change. However, authors did not take into account the changes in the dimensions and the clear solution for applying the changes to the fact and dimension table is not presented.

In [42] the quality of data during the schema evolution is studied. The emphasis is on the metadata repository that contains all relevant DW metadata. This allows a user to analyze errors and inconsistencies in the architecture, quality, processes and evolution of the DW.

In [43], based on the EVE system, the authors define MAVIE - a system for view synchronization in dynamic and distributed environment. MAVIE system is based on the mobile agents technology so it reduces the synchronization time and avoids network saturation.

In [44] the authors propose an algorithm for incremental view maintenance, in order to solve the problem of anomalies and inconsistent view changes. The concept of storing versions for older versions of the tables updated on the data source was used.

A comparison of research related to view maintenance approach is presented in Table 2. Here authors used view maintenance approach to solve the problem of propagation of changes form data sources.
to the DW. We can see that the authors recognized two categories of view maintenance – basic and incremental, and they mostly focused their research on incremental view maintenance, which tries to find ways (mostly through creation and adaptation of proposed algorithms) to avoid rewriting the view from a beginning. However, all those approaches are quite complex and require a lot of time and resources.

3 State of the Art Analysis

Research papers presented above are studying the schema evolution in the context of relational and dimensional model and materialized views. As we can see from the Table 1, the problem of propagation of changes in data marts (DM) is quite well researched and some interesting approaches are proposed. We can say that a general consensus exists in respect to this problem. However, the problem of propagation of changes form data sources to the DW still leaves room for further research. Authors mainly tried to solve this problem with a view maintenance approach (see Table 2), but the view maintenance process can cause the network saturation depending on the amount of updated views and the amount of information they contain. It is still a common practice manual writing of the view after the changes in the sources. To the best of our knowledge, the problems of anomalies and inconsistent changes in the views are still unresolved and the proposed approaches for view maintenance are still limited in terms of efficiency and performance. Also, view maintenance approach completely ignores the ETL processes which are an integral part of most of today's DW.

On the other hand, the process of schema evolution and versioning is still demanding in terms of invested time and resources. We believe it is necessary to balance the resource requirements and the quality of the DW evolution performance. In the context of schema versioning, the following problems are still present: a) slow and expensive transformation and migration of data between different schema versions, b) loss of information during the transformation and migration processes (the problem of preservation of schema consistency and data integrity still exists), c) inefficient adaptation of existing queries and user applications to the new schema version, d) inefficient and error prone work with multiple schema versions at the same time, and e) lack of effective integration, organization and management of metadata. In the context of schema evolution and versioning the academic community has definitely made steps towards solving these problems. However we believe there is still room for improvement (especially with regard to software support, temporal query language [45] and query performance), as well as for defining general solution and fully effective commercial solution (there is still a lack of an integrated system-of-records).

4 Conclusion and future work

The paper presents an overview and analysis of the DW schema evolution research. Related research was presented according to three approaches - schema evolution, schema versioning and view maintenance. However, we noticed that the related research can also be presented as the research on managing the data/schema changes in the data warehouse and the research on managing the data/schema changes in the data mart (changes in facts and dimensions, due to growing business requirements). State of the art shows that related research is generally focused on one aspect of the DW evolution, mainly on the managing the data changes in the data mart. We can say here that there is a general consensus on possible solutions for managing the changes in dimensional data (data marts). As for the other aspects of the DW evolution, some interesting approaches were proposed, but there is still no widely accepted solution and a general framework for managing the DW schema changes. Also, we noticed that the current research does not emphasize the fact that the requirements of the DW, in this day and age, are increased in terms of the scope and structure of data and metadata, and that the researchers are still studying the DW based on the relational model. We can conclude that, although the relational model is largely responsible for physical data independence, it is not convenient to simply and effectively support the (historical) evolution of the logical structure of the DW schema.

We believe it is necessary to find a new, simple and complete solution for preserving the schema consistency and data integrity and for solving all of the still existing problems mentioned in the paper. We will try to find a new perspective and solution to the DW schema evolution problem, by addressing the problem at the general level dealing with all these problems together. The general idea for our approach is that the problem of schema evolution should be observed foremost as a dual problem (or a double issue), and as such our solution should be a dual solution. We will observe the problem from the DW perspective [49],[50],[51] and from the master data management (MDM) perspective [46]. MDM represents the master and reference data and related metadata, set of policies, governance, standards, processes and tools that defines and manages the master and reference data (of an organization) to provide a single point of reference. From the DW perspective every fact that is associated with the dimensions is observed. From the MDM perspective, every master entity (dimension) that is associated with events (facts) is observed. In the case of MDM, as in a DW case, there is the problem of the schema evolution after changes in the data sources or user requirements.

Our general research idea includes a Data Vault meta-model based modeling approach [47],[48] that
will integrate the DW with the MDM metadata in a common model [53],[54],[55],[56]. Data Vault (DV) is a relatively new data modeling method that supports design of data warehouses for long-term storage of historical data collected from various data sources. We expect that our dual solution will resolve the issues of tracking the origin of data and the history of changes, avoiding loss of information, enabling fast parallel loading, reconstruction of data and trend projections. The preservation of DW integrity would be facilitated due to the long-term storage of historical data and tracking the origin of data. More importantly, the DW would then contain both a "single version of the fact" [47] and a "single version of the truth" [49]. Also, it could be used as a complete and integrated system of records [52].

We just started our research so among the directions for the future research are development and formalization of a Data Vault based metadata model, development of change cases and an incremental development of an Meta-Data Vault prototype. More details can be found in [57], [58].
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